
MATLAB Tutorial/Cheat Sheet 
For ABRD-514 

 

The Basics 

 

When you first start MATLAB, it should look something like this: 

 

 

 

There are three main windows to get familiar with.  

 

1. Current folders 

a. When running MATLAB, you must choose a folder to work in. In this example, I am in a 

folder in my Desktop called Chile 2023.  

b. The window will show all the files and folders in your current folder. This becomes very 

useful when trying to remember things you have saved or not saved.  

 

2. The Command Window 

a. This is where you perform tasks and run scripts in MATLAB. More on this is just a 

second. 

 

3. The Workspace 



a. This is where all your current variables that you have saved can be seen.  

 

Most of the time, you’ll want to keep these windows open as you will be using them quite a bit. 

 

Getting Started With The Command Window 

Math 

Let’s try using the command window! Try the following math statements in the command line: 

 

1. 5*5 

2. 5/5 

3. 5 + 5 

4. 5 – 5 

 

 



Great! However, does MATLAB follow order of operations?? Let’s see: 

 

 

 

Yes, it does! However, for visual clarity, it is best practice to use parentheses. Let’s say instead we 

wanted to add the first two numbers, and then multiply.  

 

 

 

Variables 

Let’s say now, we want to store our number to use later. This is where variables come in.  

 

 

Great! Our number is stored in a variable called “my_num”. Let’s take a look at the workspace as well.  

 



 

 

While we see our variable my_num, there is also a special variable called “ans”. MATLAB always saves 

the last unassigned call in the Command Window to “ans”. This means that if we called 5*5, “ans” would 

be assigned as 25. However, if called my_num = 5*6, “ans” would not be assigned as 30.  

 

Using the up-arrow 

 

Whoops! Let’s say you called 5*10, but really wanted to assign it to a variable instead. You can use the 

up-arrow key to automatically retype any of the previous commands you have input! 

 

 

 

 



Nice. Let’s now assign it a variable, “my_num2”.  

 

 

 

***Notice the semicolon!!*** If you would like to not have the output show in the command window, 

simply add a semi-colon at the end of it. This becomes especially helpful when writing scripts, so that 

every line is not printed. More on that soon.  

 

Matrices 

 

One of MATLAB core strengths is importing, creating, and working with matrices. Let create one, using 

the following notation! 

 

 

 

Excellent. Now, what if we are really lazy, and don’t want to type all those numbers? Let’s try this 

instead.  

 



 

 

Great! This is extremely helpful when arrays are incredibly long. However, an important question still 

remains. What if we don’t want to count up by 1? To change the step size between each number, add a 

third number in between your range which specifies that size.  

 

 

 

Like we mentioned above, matrices are a great way of storing data. Lastly, how do we get that data? Let’s 

say, we want the 5th value.  

 

 

 

Or, what if we want a range of values? 



 

 

2D matrices 

Let’s say I wanted to make a 2D matrix instead of just a 1D vector. How would I do that?  

 

 

 

Notice the semi-colon, which is MATLABs way of establishing a new row when creating a matrix.  

 

Intro to MATLAB Functions and Useful Commands 

 

Let’s say we want to create a really long array, for example 100. However, what if want it to be a 10 by 

10 instead of 1 by 100? Typing this out would take forever, so let’s try a function called “reshape”. But, 

how do I use this function?? Try typing “help reshape” in the command window.  

 



 

The help command is one of the most powerful resources in MATLAB. It is your best friend when trying 

to learn how to use built-in functions. In this case, to use reshape we would first input our array, followed 

by the dimensions we want to reshape.  

 

 

 

Great! Another useful tip: if you would rather organize your array counting left-right rather than up-down, 

you can transpose the array by simply adding an apostrophe to the end of the command.  

 



 

 

MATLAB has a dizzying number of built-in functions, which is one of the great reasons it is a good 

starting language. In addition to “help”, here are a select few that are particularly helpful.  

 

1. “whos” 

a. This prints your current variables and some information about them in the command 

window. If you care about a particular variable, you can write “whos your_variable”.  

 

 



 

2. “lookfor” 

a. This is a good way to search for functions you may not know the name of. For example, 

if you wanted a function to average some numbers, you could search “lookfor average”.  

b. However, if you cannot seem to find what you are looking for, Google is still your best 

friend     . This will usually lead you straight to MATLABs documentation.  

 

3. “zeros” and “ones” 

a. These created m by n matrices of zeros or ones, respectively. I use these all the time!! 

 

Plotting and Visualization 

 

MATLAB also has built-in plotting functions that help visualize signals and images. Let’s try creating a 

sin wave, and then plotting it! 

 

 

 



Nice! Here are some more tips on plotting:  

 

1. You can add labels to an axis, as well as a title. To do this: 

a. xlabel(“Your label string”) 

b. ylabel(“Your label string”) 

c. title(“Your title”) 

 

2. You can plot several plots on top of each other. To do this, first create your initial plot. Then type 

“hold on”. The next time you call “plot”, it will instead add it to your already existing plot! 

 

 



 

Images 

 

Let’s say instead of a signal, we want to display an image. First, we need to find one! If you look at my 

“Current Folder” window, you’ll notice I have one file called “donald.png”. Let’s try showing it.  

 

 

 

 

You’ll notice, the array is not 2D but rather 3D! That is because it is a color image, and contains three 

arrays of red, green, and blue (RGB) versions of the image. To make it gray, we can call “rgb2gray”. 



 

 

One thing you may do a lot of is analyze sections and lines of an image. Let’s say we wanted to grab a 

line of data on the red line below, which is halfway down the image.  

 

 



Remember: images are really just m by n arrays, and we know how to get values from those already! 

Using a similar technique as we did before, we can grab a specific rows (or columns) with the following 

command.  

 

 

 

 

Great! Let’s plot it.  

 

 

 

Scripts and Functions 



So we’ve worked very hard to import our image, change it to gray, and create our plot for the data we 

want. Now, let’s say we need to do that every time we open MATLAB. Do we want to type out all those 

commands every time? Nope! This is where scripts come in.  

 

In the top left window, click “New Script”. 

 

 

 

 

 



A new window called the “Editor” will open. Here, you can write lines of code that can be executed all at 

once! Let’s write a quick script that replicates what we did for the image.  

 

 

 

When you are happy with your script, click “Run”. Save your file first! 

 

 



Two figures should pop up! 

 

 

 

Functions 

 

Here is another oddly specific but incredibly useful situation. Let’s say you are writing a script, and you 

want to use the code we just wrote inside of another script. Should we rewrite/copy paste it? You could, 

but that would be time-consuming to do so. What if instead, we created our own function! Here is how 

you could do that.  

 



 

 

Functions are a great way to reuse code you know will be called a lot. Try to use them as much as you 

can! 

 

 

 

 

 

 

 

 

 

 

 


